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Abstract. Semantic reflection combines reflection in programming lan-
guages with semantic technologies for knowledge representation. It en-
ables a program to represent and query its own runtime state as a knowl-
edge graph. The knowledge graphs reflecting program states can be com-
bined with domain knowledge which allows queries about a program to
be made in terms of a given domain vocabulary, as well as with external
graph data. Both extensions of the knowledge graph reflecting the run-
time state are useful for digital twins. In this paper, we discuss the basic
concepts of semantic reflection, its applications for digital twins, and its
connections to formal methods.

1 Introduction

Digital twins propose a model-based approach to cyber-physical systems, in
which a physical system (the “physical twin”) is connected with a digital system
(the “digital twin”). The digital twin contains models of the physical twin and
connects these models with the physical twin to (a) update the models with
live data and (b) enable control over the physical twin using different kinds
of model-based analyses. While the exact definition of a digital twin is elusive
(e.g., [11, 12, 44]) one important perspective in engineering is that the life-time
of the digital twin goes beyond the operational phase to reflect the lifecycle of
the physical twin, already starting with the requirement elicitation phase. Thus,
documents and models that are collected through the different phases of the
lifecycle become part of the digital twin, which, together with tools to support
design, construction, and operation, are often referred to as a digital thread [50].

Developing such digital twins, with their inherent multidisciplinarity and
their multitude of tools and data formats, is a major challenge for both software
developers and system architects. One way to deal with interdisciplinarity, is
through the formal representation of domain knowledge in knowledge graphs.
While ontologies, knowledge graphs [25] and related semantic technologies [24]
have been identified as a key technology for digital twins [41, 61], their use in
turn poses additional challenges to the software developer [23].

In this paper, we discuss our work on semantic lifting [34] in the context of
digital twins. Semantic lifting is the process of (1) serializing a digital entity as
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a knowledge graph, (2) connecting this knowledge graph to domain knowledge
necessary to operate or interpret the digital entity, and (3) accessing this com-
bined knowledge graph from the original digital entity. The last step is referred
to as semantic reflection. Specifically, we consider the use of knowledge graphs to

1. model the architecture and configurations of digital twins during develop-
ment as well as operation, and

2. enable digital twins to access their own runtime configuration in order to
adapt their future behavior.

Together, these properties enable procedural reflection [43, 58] through seman-
tic technologies, such as ontologies and graph queries. Semantic reflection does
not only enhance digital twins, but can also be used to provide tool support
and integrate with formal methods. So far, semantic reflection has been used to
adapt to structural changes in the digital twin [35,40], check structural correct-
ness [30, 32, 35], interpretation of software architectures [16] and to enable new
techniques for programming [33] with semantic graph data. In this paper, we
show the connections and interactions between these applications.

Paper outline. We provide an overview of our work on semantic reflection (Sec-
tion 2), with a focus on digital twins (Section 3). We then discuss software
development and analysis for digital twins (Section 4), and some perspectives
on integrating formal methods into digital twins by extending our techniques
(Section 5). Examples and content in this paper builds on previous publications,
which also detail the corresponding related work; the contribution of this paper
is the comprehensive overview.

2 From Semantic Lifting to Semantic Reflection

Let us illustrate the basic idea of semantic lifting of programs [34] and how
semantic lifting can be used to integrate domain knowledge in programs through
reflection. Throughout the paper we use as a running example a simple program
of a smart house [35], written in the Semantic Micro Object Language (SMOL).1

This example will gradually become a digital twin.
Consider a smart house that consists of a sequence of rooms, each modeled

by an instance of a class Room with an identifier and a target temperature for
heating. The code in Figure 1 shows an excerpt of the corresponding SMOL
code. The main block instantiates a house with two rooms; we will detail its
control method later.

2.1 Semantic Lifting

Semantic lifting is a procedure that generates a knowledge graph from a pro-
gram state. The generated knowledge graph includes a representation of the full

1 https://www.smolang.org

https://www.smolang.org
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SMOL

1 class Wall(Room left, Room right) end
2 class Room(Wall left, Wall right, Int id, Int target)

3 Unit control() ... end
4 end
5

6 main
7 Wall w1 = new Wall(null, null); Wall w2 = new Wall(null, null);
8 Wall w3 = new Wall(null, null);
9 Room r1 = new Room(w1, w2, 1, 18);

10 Room r2 = new Room(w2, w3, 2, 19);

11 w1.right = r1; w2.right = r2; w2.left = r1; w3.left = r2;

12 end

Fig. 1. A SMOL model for a digital twin of a smart house.

RDF

1 run:obj1 a prog:Wall; prog:Wall_right run:obj4.

2 run:obj2 a prog:Wall; prog:Wall_right run:obj5;

3 prog:Wall_left run:obj4.

4 run:obj3 a prog:Wall; prog:Wall_left run:obj5.

5 run:obj4 a prog:Room; prog:Room_left run:obj1;

6 prog:Room_right run:obj2;

7 prog:Room_target 18;

8 prog:Room_id 1.

9 run:obj5 a prog:Room; prog:Room_left run:obj2;

10 prog:Room_right run:obj3;

11 prog:Room_target 19;

12 prog:Room_id 2.

Fig. 2. A lifted final state of the program in Figure 1 (excerpt).

runtime state — object, variables, heap memory, call stack — but also the static
information of the program, in particular the class table and the abstract syntax
tree of the program.

To illustrate, Figure 2 contains an excerpt of the lifting of the smart house
program shown in Figure 1, at the end of its execution, with a knowledge graph
generated from the objects and parts of the class table, represented in RDF.2

As we can see, the architectural structure of the digital twin is clearly expressed
in the lifted program state — in particular, the configuration of the smart house
which shows how the two rooms are connected, can be retrieved from the graph.
In anticipation of the digital twin this program will become, we can already see
that the lifted graph expresses the architectural structure of the house as it is
modeled at a given moment.

2 Resource Description Framework, https://www.w3.org/RDF/

https://www.w3.org/RDF/
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OWL

1 Class: prog:Room SubClassOf: SMOLClass

2 Class: prog:Wall SubClassOf: SMOLClass

3 ObjectProperty: prog:Room_left Domain: prog:Room

4 Range: prog:Wall or {smol:null}

5 ObjectProperty: prog:Room_right Domain: prog:Room

6 Range: prog:Wall or {smol:null}

7 ObjectProperty: prog:Wall_left Domain: prog:Wall

8 Range: prog:Room or {smol:null}

9 ObjectProperty: prog:Wall_Right Domain: prog:Wall

10 Range: prog:Room or {smol:null}

11 DataProperty: prog:Room_id Domain: prog:Room

12 Range: xsd:int

13 Characteristics: functional
14 DataProperty: prog:Room_target Domain: prog:Room

15 Range: xsd:int

16 Characteristics: functional
17

18 ObjectProperty: leftOf

19 EquivalentTo: inverse(prog:Wall:right) o prog:Wall_left

20 Domain: prog:Room

21 Range: prog:Room

Fig. 3. Axioms for the lifted state in Figure 2. Observe that only the last axiom is part
of the external knowledge graph.

Merely generating the knowledge graph, which is essentially serialization, is
not using the potential of knowledge graphs — but by connecting the generated
knowledge graph with ontologies, we can add domain knowledge to the program
state to investigate it and reason over it. We say that the lifted stated is enriched
with information from an external knowledge graph.

For example, consider the OWL3 axioms in Figure 3. They express the do-
main and range of different relations in the knowledge graph, and declare some
concepts to be OWL classes. The final axiom captures the spatial relation be-
tween two rooms. Some axioms are already part of the generated knowledge
graph (the axioms concerned with range and domain, as well as the OWL classes
related to the lifting of the runtime state). Remark that the knowledge graph
that the lifted runtime state connects to need not necessarily be an ontology, but
can also contain concrete data; we shall return to this point in later sections.

Using the generated knowledge graph and the domain ontology, we can
now query the semantically lifted runtime state in terms of the domain. The
SPARQL4 query in Figure 4, for example, asks for all rooms that are left of an-
other (known) room. This information must be derived using the above axioms.

3 Web Ontology Language, https://www.w3.org/OWL/
4 SPARQL RDF Query Language, https://www.w3.org/TR/sparql11-overview/

https://www.w3.org/OWL/
https://www.w3.org/TR/sparql11-overview/
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SPARQL

SELECT ?obj WHERE { ?obj leftOf ?obj2.}

Fig. 4. A query on the lifted state from Figure 2, using the axioms from Figure 3. The
result of the query is the node run:obj4.

SMOL

1 ... // Classes as in Figure 1
2 main
3 ... // Initialization as in Figure 1
4 List<Room> rooms =

5 access("SELECT ?r WHERE {?r leftOf ?r2. ?r prog:Room_id ?id1.

6 ?r2 prog:Room_id ?id2.

7 FILTER(?id1 = ?id2) }");

8

9 //every result is a room that has the same id as its neighbor
10 //the following should print ’false’
11 print(rooms != nil);

12 end

Fig. 5. Semantic reflection for checks in terms of the domain.

Observe that this query abstracts from internal data structures used to organize
rooms in the program.

2.2 Semantic Reflection

Building on semantic lifting, semantic reflection is the process of accessing the
generated and enriched knowledge graph of a program state from inside the very
same program (introspection) to influence its future behavior (intercession).

For this purpose, we need to execute graph queries from within the program.
The queries can either return a Boolean value (denoting whether there is a result
for the query) or are restricted to return representable results (for example,
through a static type system [33]). A result, for the purposes of our example
here, is representable if it is an RDF node corresponding to a SMOL object. The
result of a reflective query then becomes a list of SMOL objects. Consider the
variant of our smart house in Figure 5, which queries itself to check whether the
identifiers differ for all rooms such that one room is left of the other. The access

statement executes a query on the knowledge graph with the lifted state. The
result is assigned to the list rooms, which should be the empty list (denoted nil).

Semantic reflection in practice. A typical use case for semantic reflection is the
development of domain-specific simulators. For example, the geological simu-
lator of Qu et al. [55] directly integrates the GeoFault [56] and GeoCore [15]



6 E. Kamburjan et al.

ontologies into the simulation of geological processes, thus removing most re-
dundancy between the two modeling formalisms. By combining these ontologies
into a simulator, geological deliberations that take days, can be supported with
simulations that return qualitative results within minutes.

3 Foundations of Semantically Reflective Digital Twins

The previous section showed how programs can use domain knowledge expressed
in a knowledge graph either through reflection or through access to external
knowledge. We now consider how these techniques can be used to program digital
twins. The main insight here is that the knowledge graph that enriches the lifted
state can contain information about the physical twin, such as its architectural
structure, requirements and other asset information.

3.1 Using Asset Models for Architectural Self-Adaptation

An asset information model is a digital description of a physical or planned
asset to facilitate its design, development and operation.5 We consider the asset
information model to be a part of the digital thread related to an asset. The
digital thread additionally contains information that describes the context of
the asset as well as, e.g., operational logs.

An asset information model describes the architectural structure of a phys-
ical twin, including its components and their connections. We are specifically
interested in this structure of the physical twin: it changes throughout the life-
time of the physical twin, and the digital twin must adapt its own architectural
structure to reflect these changes.

The digital twin and the physical twin have different architectural structures,
as they have different components and represent different abstraction levels, but
there is still a relation between these structures. For example, in our running
example, the digital twin will have one object that represents each room of the
smart house. This Room object in the digital twin should evolve in sync with the
corresponding room in the physical twin, which it can realize by monitoring the
room in the physical twin. This monitoring is typically related to requirements
connected to the physical twin (e.g., the targeted temperature for the room).
If the physical twin changes, it may be necessary to adapt the digital twin,
but not all changes require an adaptation. For example, adding a room to the
smart house or adding additional requirements from operations would make an
adaptation of the digital twin necessary, but turning on the light in a room would
not.

The relationship between the physical twin and the digital twin can be seen
as a structural consistency relation, expressing that the architectural structure
of the digital twin is consistent with that of the physical twin. Semantic lifting

5 Asset information models generalize the building information model (BIM) [26] to
systems engineering (e.g., [14]).
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can be used to formalize consistency between the architectural structures in a
uniform way, despite the potentially different nature of the two architectures: As
both the asset information model and the digital twin (via the semantic lifting)
are part of the same knowledge graph, we can define structural consistency using
queries. This has several advantages:

– The formalization of consistency is decoupled from the exact nature of the
digital twin implementation. Changing from, for example, one programming
language to another for the digital twin, does not require to reformulate
structural consistency.

– Structural consistency can be expressed using standard semantic web tech-
nologies (concretely, SPARQL in our case), for which advanced pragmatics
are developed to ease their use. In particular, structural consistency can be
expressed in a formalism specifically design for structural modeling.

– By querying the knowledge graph, we can easily integrate consistency and
self-adaptation.

Technically, we define consistency between architectural structures using de-
fect queries [16]. A defect query defines an inconsistency and returns all instances
of the inconsistency in the graph. For example, given a program, an asset infor-
mation model and a set of defect queries, we consider the program and the asset
information model to be structurally consistent if all the defect queries return an
empty result set. Note that logical reasoning using the ontology may be needed
to derive the answers (i.e., a so-called entailment regime from the query engine).

Strategies for architectural self-adaptation [6] can be easily expressed by
means of defect queries [35], using, e.g., the MAPE-K self-adaptation loop (see,
e.g., [9]). In the MAPE-K framework, a managing subsystem monitors a man-
aged subsystem, analyzes found inconsistencies, plans their repair and executes
that plan.

For architectural self-adaptation of a digital twin, the managing subsystem
is an additional component in the digital twin, while the managed subsystem
contains the other, original, digital twin components. As every query returns
an inconsistency, the set of defect queries act as the monitoring components
at the meta-level, monitoring the architectural structure of the digital twin.
The analysis component than analyses query results to detect the source of the
inconsistency. This can be either a more detailed query, or just some computation
without referring to the knowledge graph. Planning and execution can be tailored
to the defect queries and the inconsistencies that they model.

Let us now reconsider the running example of the smart house. The code in
Figure 6 illustrates how semantic reflection can be used by the digital twin to
self-adapt to changes in the architectural structure of the physical twin. First,
we retrieve all room identifiers in the asset model that do not have a digital
twin object modeling them (Lines 6–9). This means that these rooms have been
added to the physical twin recently. The construct creates a new object instance
from retrieved data values. This general form of a defect query generalizes for
this kind of constraints [35]. The next query analyses the defect and retrieves
the wall neighboring the new room (Lines 11–16). One of these walls must be
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1 ... //Classes as in Figure 1
2 class RoomAsrt(Int roomID) end
3 class RoomNeigh(Int leftWallId, Int rightWallId) end
4 class MAPE()

5 Unit selfAdapt()

6 List<RoomAsrt> newRooms = // (1) Monitoring with defect query
7 construct("SELECT ?roomID

8 { ?x asset:Room_id ?roomID.

9 FILTER NOT EXISTS {?y prog:Room_id ?roomID}}");

10 foreach roomAsrt in newRooms do
11 List<RoomNeigh> neighbors = // (2) Analysis
12 construct("SELECT ?leftWallId ?rightWallId

13 { ?x asset:Room_id %1;

14 ?x asset:left [asset:Wall_od ?leftWallId];

15 ?x asset:right [asset:Wall_od ?rightWallId].",

16 roomAsrt.roomId);

17 // determine whether one of the walls is known, plan and
18 // execute the creation of a new room in the digital twin
19 end

Fig. 6. Architectural self-adaptation in SMOL.

known if we assume that rooms are added one by one. SMOL allows values to
be injected in the queries using % and these queries are specific to one found
defect.

3.2 Beyond the Monolith

Digital twins are not in general monolithic programs, but consist of multiple
models and data sources, some of which are typically (black-box) simulators. It
is unrealistic to assume that all components of a digital twin are expressed in the
same programming language, and numerous architectures and platforms for dig-
ital twins have been proposed [46], including one by Margaria et al. [7]. We now
discuss how semantic lifting and reflection can be applied in such architectures,
with a focus on the following approaches:

– Semantically reflected orchestrators. Orchestrators are central compo-
nents of the digital twins and integrate the connection to other components.
In semantically reflected orchestrators, only the orchestrator, connections
and interfaces of other components are lifted into the knowledge graph.

– Semantically reflected architectures define their lifting not in terms of
the programming language, but in terms of the components of the archi-
tecture. The system is semantically lifted (and can semantically reflected)
based on a lifting of all components with respect to the architecture.

We now provide more detail for these two approaches.
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Semantically reflected orchestrators. We have investigated the semantically re-
flected orchestrators approach in SMOL by integrating simulation units into the
language and considering them as special objects in the language [32]. These
objects can realize either a simulator or a connection to the physical twin, as
their interface consists of only three methods: reading an object port, writing an
object port and advancing the local (simulation) time of the object.

More concretely, we integrate functional mock-up units (FMUs) [5] into
SMOL. An FMU is a wrapper defined by the functional mock-up interface that
offers the above operations. Each FMU comes with a model description, which
is part of the semantic lifting, that describes its ports, name of the model and
internal details that must be exposed for co-simulation. However, it does not
expose the implementation of the simulation — indeed it must not implement a
simulation at all, but can connect to other temporal data sources.6 Continuing
with our running example, the code in Figure 7 places two FMUs in each room:
one FMU to simulate the behavior of the room, the other to connect to the sen-
sors of the physical twin. The shown code uses semantic lifting to check that the
correct FMUs are used; this is done by a query comparing the model name of
the simulation FMU with information in the asset model. SMOL also supports
a similar connection for InfluxDB.7 A semantically reflected orchestrator, em-
bedded into architecture that is not lifted, has been successfully demonstrated
on an extensible digital twin architecture for a greenhouse [40].

Semantically reflected architectures. We have investigated semantically reflected
architectures in a service-oriented setting for a digital twin of robotic arms [16].
The digital twin is defined by a software architecture, expressed in UML, with
more than 10 different software components: databases, services, simulators and
physical twin endpoints. In this architecture, there is a lifting service that gen-
erates a knowledge graph for the current instance of the software implementing
the architecture. This means that each component implements an interface to
lift itself. Instead of relying on a generic lifting function provided by the lan-
guage (which is the case for SMOL), the semantic lifting must here be imple-
mented by hand, in terms of the vocabulary defined by the architecture (such
as the components and attribute names). Currently, there is on-going effort to
implement semantic lifting as a service on a Digital-Twin-as-a-Service (DTaaS)
platform [59]. Additional information and specification can be annotated to the
architecture and then be used in the semantic lifting.

There are numerous digital twin platforms and architectures [46], and several
proposals that combine digital twins with ontologies and knowledge graphs [41,
57,61]. However, no general methodology has been developed so far to determine
whether a lifted architecture or a lifted orchestrator is best suited for a given
system; we consider this challenge the next step in research on semantically
reflected digital twins.

6 See, e.g., the RabbitMQ FMU https://into-cps-rabbitmq-fmu.readthedocs.io/en/
latest/overview.html.

7 https://www.influxdata.com/products/influxdb-overview/

https://into-cps-rabbitmq-fmu.readthedocs.io/en/latest/overview.html
https://into-cps-rabbitmq-fmu.readthedocs.io/en/latest/overview.html
https://www.influxdata.com/products/influxdb-overview/
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SMOL

1 class Room(Wall left, Wall right, Int id, Int target,

2 FMU[in Boolean switch, out Double value] room,

3 FMU[in Boolean switch, out Double value] model)

4 Unit control()

5 if /∗ check on room.value and model.value ∗/ then //start heating
6 room.switch = True; model.switch = True;

7 end
8 room.tick(1.0); model.tick(1.0); //advance time
9 end

10 end
11 class ConsistencyManager()

12 List<Room> getMisconfigured() //should return nil
13 return
14 access("SELECT ?obj {?obj prog:Room_room ?fmu.

15 ?fmu fmu:name ?fName.

16 FILTER(?fName != ’connectionFMU’)}")

17 ++ //syntactic sugar for list concatenation
18 access("SELECT ?obj {?obj prog:Room_model ?fmu.

19 ?fmu fmu:name ?fName.

20 FILTER(?fName != ’simulationFMU’)}");

21 end
22 end

Fig. 7. SMOL code with integrated FMUs.

4 Analysis of Semantically Reflected Programs

At the core of semantic reflection is the ability to program with semantic graph
data, a challenging task sometimes referred to as the next big topic in the seman-
tic web [23]. It requires not only to coordinate different tools (reasoners, query
endpoints, databases) and formalisms (graph shapes, ontologies, queries), but
also to integrate their conceptual class models with object-oriented class mod-
els. While these two class models seem similar, they are in fact fundamentally
different. Not only technical terms, but also in their very purpose: an object-
oriented model is concerned with structuring data and behavior, a conceptual
class model (i.e., an ontology) is concerned with the modeling of domain knowl-
edge.8

The semantic gap [2] between object-oriented models and knowledge repre-
sentation can be addressed using semantic lifting. As semantic lifting expresses
the program using an ontology, the semantic lifting process can be used to ana-
lyze the query that loads data into the program; the answer to the query must

8 Remark that the Scandinavian school of object-oriented design, stemming from
Simula [10], places as much weight on modeling and simulation as on code reuse
in object-oriented systems [48,49].
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be contained in the part of the knowledge graph defined by the lifting. In fact,
we have exploited this feature in the above examples.

Consider the following statement:

SMOL

List<Room> r = access("SELECT ?obj {?obj leftOf ?obj2}"); //query Q

To check whether this query is type-safe, one must reason about the ontology
O (from Figure 3) used with the program: Is the query Q always returning a
collection of Room objects on any knowledge graph that adheres to O? This can
be answered using query containment [8,54]. We have shown that SMOL is type-
safe for queries that can be be reduced to concept subsumption [37]. Namely, if
the query Q is contained in the query

SPARQL

SELECT ?obj WHERE { ?obj a prog:Room. }

using O, then no runtime error can be triggered by a query result that cannot be
represented as a Room object. It is easy to see that this is indeed the case, from
the axioms defining the leftOf relation. This idea can be further generalized to
define SMOL classes not in terms of a ontology concept, but in terms of the
queries that retrieve them [33], which introduces behavioral subtyping [47] for
program classes interacting with ontological knowledge bases.

Formal methods with semantic lifting. Semantic reflection opens for interesting
questions in formal methods. We briefly describe two directions that we have
started to explore. new ways of doing formal met First, semantic reflection can
be used for runtime enforcement [29]. Using hypothetical execution, one can use
the lifted state of a program after a potential step, to check for consistency
with the domain knowledge. If a step would result in a inconsistent knowledge
graph, then the runtime forces another step to be taken, thus ensuring that
domain knowledge is adhered to during execution, even without an explicit,
reflective access. Second, semantic lifting can be used for software verification,
foe example by integration in Hoare logics [31] for deductive verification. While
semantic reflection is so far out of reach, it enables the use of ontologies as a
specification language (together with program expressions), thus opening a new
line of attack to the old problem of the specification bottleneck [3].

5 Discussion: Formal Methods in Digital Twins

We now consider connections between formal methods and digital twins (a
broader discussion may be found in the paper from the FMDT workshop [36]).
First, observe that the semantic lifting mechanism discussed in this paper has
connections to formal methods, analysis and verification for digital twins. The
defect queries, discussed in Section 3.1, can be exploited as a mechanism for
self-adaptation, in particular for structural changes. Alternatively, they can also
be seen as correctness conditions that need to be monitored at runtime [30].
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The orchestration and coupling of simulation units, discussed in Section 3.2,
can be subjected to runtime monitoring to ensure the correct use of co-simulation
master algorithms [18] and in changing scenarios [21]. While processes, traces and
temporal properties may be challenging to model generically using ontologies,
due to their dependence on a concrete application [22], this shows that temporal
properties can still be used to specify correctness properties for digital twins
using semantic technologies.

In addition to the use of semantic lifting and semantic reflection for verifica-
tion, we briefly mention some other topics in formal methods that are relevant
for digital twins.

Hybrid systems verification. So far in this paper, we have discussed a largely
language-based approach to connect and analyze code and simulators as discrete
structures. However, this impedes the formal analysis of continuous behavior and
sensor streams. There are numerous languages for hybrid systems modeling, and
we envision that an integration with a structured, object-oriented formalism to
hybrid systems, such as hybrid active objects [28, 38, 39] or hybrid actors [27]
can result in a holistic formal method for verification of digital twins.

Automata learning. Automata learning [17] is a technique to automatically gen-
erate behavioral models of black-box systems. Learning algorithms have been de-
veloped to learn models describing behavioral aspects such as timed or stochastic
behavior. Margaria and Schieweck [51] propose automata learning as a technique
to automatically create a digital twin of cyber-physical systems. Similarly, Pfer-
scher et al. [53] showed that this can be done for security-critical communication
protocols. The learned models that enable further analyses, e.g., model-checking
or model-based testing. Similar to our proposed technique, the learned model
enables insights into the physical twin. Wallner [60] has shown that automata
learning can also be used to analyze the digital twin. By applying automata
learning also to the digital twin, the behavioral difference between the digital
twin and the physical twin can be analyzed.

Runtime enforcement and extra-functional properties. The value proposition of
digital twins is largely based on its ability to incorporate live data with model-
based analysis to aid in decision-making. In many of these cases, this data may be
sensitive. Data lakes [13,20] can be used to collect and organize this data space
in a decentralized manner. The access to data from different sources needs to
be carefully managed through fine-grained access control policies; for example,
Margaria et al. proposed an algorithm for role-based access control in digital
twins [7]. Furthermore, these data access policies can be connected with data
privacy, expressing, e.g., GDPR compliance, and connected with language-based
methods to enforce data privacy consent (e.g., [1, 42]). It would be interesting
to explore whether semantic reflection could be used for runtime enforcement of
dynamic privacy policies that changes at runtime, such as data privacy consent as
required by GDPR, for digital twins that need to access personal personal data.
Going beyond the use of personal data for analysis in the digital twin, such
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runtime enforcement could potentially be directly related to the digital thread,
thereby regulating data access throughout the digital twin lifecycle [7, 45].

Concerns on responsible decision making. Responsible decision support using
digital twins to explore and compare hypothetical scenarios, will increasingly re-
quire solutions that take into consideration transparency, explainability, human-
centric values, and the law [52]. It would be interesting to investigate whether
semantic reflection, as outlined in this paper, could be used to address respon-
sible decision-making and decision support, e.g., using knowledge graphs and
runtime analyses as a means for argumentation in the decision-making process
and to capture human-centric values and legal regulations; in this direction, Gru-
ber discusses how collective intelligence can be captured via collective knowledge
systems [19], while Becu et al. [4] explores how simulation approaches can be
used for participatory decision-making, where all stakeholders’ views are taken
into consideration.

6 Conclusion

Semantic reflection is a language-based approach to programming with graph
data and ontologies, that has proven useful in the context of digital twins. In
particular, semantic reflection can be used to connect software to the digital
thread and to asset models, thereby supporting a lifecycle perspective on the
digital twin. In this paper, we have provided an overview of our work in this
area. We further suggest how semantic reflection can be used to draw interest-
ing connections between three different areas of computer science: programming
languages, formal methods and knowledge representations. So far, the work on
formal methods has been investigated less than the connection with digital twins,
and we hope that the comprehensive overview and perspective given here can
help foster further research on this topic.
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